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Abstract. HELIOS2007 is a 2D soccer simulation team which has been participating in the RoboCup competition since 2000. This paper describes the overview and the research focus of HELIOS2007. Our main goal is to develop a more realistic simulated soccer team. In particular, we are interested in applying a human’s training operations without programming knowledge into the soccer agent’s decision making. For this purpose, some GUI tools have already been developed. And, we propose a novel positioning mechanism, which utilizes the Delaunay Triangulation and can be adjusted by human’s intuitive operations using our GUI tool. Our positioning mechanism has many advantages than previous methods.

1 Introduction

HELIOS2007 is a 2D soccer simulation team which has been participating in the RoboCup competition since 2000. Our former team name is TokyoTechSFC, that is ranked 3rd in RoboCup2005 and ranked 4th in RoboCup2006. Our code is written by C++ and implemented from scratch without the source code of any other simulated soccer teams. And also, we are developing several tool programs that helps us to develop a team and to make a experiment environment.

Our main goal is to develop a more realistic simulated soccer team. In particular, we are interested in applying a human’s training operations without programming knowledge into the soccer agent’s decision making. In the last few years, we mainly concentrated on the training of agent positioning behavior using a human’s instruction. In order to realize this, we applied a novel positioning mechanism which utilizes Delaunay Triangulation.

The setup of this paper is as follows. In section 2, we will introduce our open source project. In section 3, we will describe our proposal positioning mechanism. And in section 4, we will end with a conclusion.

2 Development Project

We are developing three program packages as an open source project:

- librcsc, a base library for the simulated soccer agent and related tools.
– agent2d, a basic agent program that can work as a simulated soccer team.
– soccerwindow2, a viewer program for the soccer simulation.

These packages have already been released at SourceForge.jp\(^1\). We are planning to maintain them continuously. We hope that our programs help a new team to participate the RoboCup event and to start a research about the multi-agent simulation using the RoboCup soccer simulator[1].

2.1 librcsc

librcsc is a base library for us to develop a simulated soccer team and related tool programs. librcsc contains several modules for the RoboCup soccer simulation such as geometry, network connection, synchronization and communication with server, world model, basic actions, log parser, and so on.

librcsc can be used as the framework for the simulated soccer team. HELIOS2007 also uses librcsc.

2.2 agent2d

agent2d is a basic agent program that can work as a simulated soccer team. We implemented a simple behavior for each player. That behavior is more complicated than UvA base code[8]. Each player can intercept, dribble, pass and shoot according to the current situation. The team strategy is still simple, but the team performance is so good. Our proposal positioning mechanism described in the next section is also implemented in agent2d. agent2d can be used as a good start point for the new team.

2.3 soccerwindow2

soccerwindow2 is a viewer program for the RoboCup soccer simulator. soccerwindow2 has many useful features. For example, the following functions help us to develop a team:

– It can work as a monitor client compatible with the official rcssmonitor.
– It can work as a stand-alone log player.
– It can work as a visual debugger. An online debug server and an offline debug message viewer are available.
– It can work as a formation editor. We can edit the desired formation using a GUI.

Figure 1 shows the snapshot of soccerwindow2. In this figure, the online debug server is active and the one player’s internal state is shown.

soccerwindow2 is developed using Qt, which is a cross-platform application development library[6]. So, we can use soccerwindow2 in several systems. Now, we support Linux and MacOSX and Windows.

\(^1\) http://sourceforge.jp/projects/rctools/
3 Positioning Mechanism using Delaunay Triangulation

In the RoboCup Soccer Simulation domain, Situation Based Strategic Position (SBSP) \[7\] is well known as the player agents’ positioning mechanism, that the ball position is used as the attention target point. SBSP uses the simple function that output the player’s move position. This function uses the the ball coordinate value as a main input value and outputs the player agent’s move position. If we assume that all players always pay attention to the ball, the cooperative behavior can be done indirectly.

The problem of SBSP is that the output value is depend on the used function. In the basic SBSP algorithm, the characteristic of agent’s positioning behavior also becomes simple because the simple linear function is used. If we want the more complicated player agent’s positioning behavior, we need to prepare the several parameter set for each situation. But, it is difficult for us to manage such many parameters and the relation of the situations correctly.

In order to solve these problems, we propose a novel positioning mechanism that utilizes Delaunay Triangulation \[3\] and the linear interpolation algorithm. In this model, the region is divided into several triangles based on the given training data, and each training data affects only the divided region where it belongs to. So, the proposal model is locally adjustable.
3.1 Delaunay Triangulation

Delaunay Triangulation is one of the methods to triangulate the plane region based on the given point set. Delaunay Triangulation for a set $P$ of points in the plane is a triangulation $DT(P)$ such that no point in $P$ is inside the circumcircle of any triangle in $DT(P)$. Delaunay Triangulation maximizes the minimum angle of all the angles of the triangles in the triangulation. So, we can get the most stable triangles from Delaunay Triangulation. Figure 2 shows the example of Delaunay Triangulation. In this figure, Voronoi Diagram is also shown. There is a duality between Voronoi Diagram and Delaunay Triangulation.

If the size of given points is more than 3, we can get a unique triangulation. The several algorithms to calculate Delaunay Triangulation are known and the time complexity of the fastest one is $O(n \log n)$. So, if the number of points is hundreds of levels, we can calculate Delaunay Triangulation in the real time. In librcsc, we implemented one of the fastest algorithm, the incremental algorithm[3].

In our method, the ball positions in training data are used as the vertices of triangles. Each vertex has the output value as the agent’s move position for that vertex (=ball) position. When the ball is contained by one triangle, player agent’s move position is calculated by interpolation algorithm described in next section.

3.2 Linear Interpolation Algorithm

We use the simple linear interpolation algorithm to calculate the agent’s move position. This algorithm is same as Gouraud shading algorithm[2]. Gouraud shading algorithm is a method used in computer graphics domain to simulate the differing effects of light and color across the surface of an object.

Figure 3 shows the process of Gouraud shading algorithm. The output values from vertices $P_a$, $P_b$ and $P_c$ are $O(P_a)$, $O(P_b)$ and $O(P_c)$ respectively. Now, we want to calculate $O(B)$, the output value of the point $B$ contained by the triangle $P_aP_bP_c$. The algorithm is as follows:
1. Calculates $I$, the intersection point of the segment $P_bP_c$ and the line $P_aB$.  
2. The output value at $I$, $O(I)$, is calculated as:
   \[
   O(I) = O(P_b) + (O(P_c) - O(P_b)) \frac{m_1}{m_1 + n_1}
   \]
   where $|P_bI| = m_1$ and $|P_cI| = n_1$.
3. $O(B)$ is calculated as:
   \[
   O(B) = O(P_a) + (O(I) - O(P_a)) \frac{m_2}{m_2 + n_2}
   \]
   where $|P_aB| = m_2$ and $|BI| = n_2$.

### 3.3 FormationEditor

To compose desired training data set, it is necessary to use human’s observation and their intuitive input. In order to enable us to do such operations, we developed a GUI tool, FormationEditor, as an component of soccerwindow2. Figure 4 shows the screenshot of FormationEditor. FormationEditor can visualize the training process and enables us to edit the training data easily.

### 3.4 Advantages

The proposal positioning mechanism has following advantages:

- High approximation accuracy. Our method realizes higher accuracy than other known function approximator. Especially, the relation of input and output in training data is completely guaranteed.
- Fast running. If the number of given training data is hundreds of levels, it is possible to use it in real time.
Fig. 4. The main window of FormationEditor. The example training data set is shown in the window.

- Locally adjustable. Even if a new training data is added or existing data is modified, the triangle region where that data is not contained is never affected.
- Easily understandable. We can easily understand the acquired characteristic and estimate the effect of each training data.
- High flexibility. If we want more smooth approximation or sharp gradient, we just need to add more training data. If we are satisfied with the current result, it is not necessary to improve the density of the training data.
- High scalability. Even if the considered plane region is extended or shrinked, it is easy to deal with the new plane region without any changes to the old data.
- Complete reproducibility. If the training data is same, we can acquire the completely same result.

Especially, the complete reproducibility is an important advantage. Because there is no limitation of the input order of the training data, any training data can be added at any time. This means that human can intervene at any time.
4 Conclusion and Future Directions

This paper described our simulated soccer team, HELIOS2007, and the related programs. And, our research focus and current status were also described.

We can say that our proposal positioning mechanism has many advantages obviously. However, the proposal method has the following disadvantages:

- The proposal method requires many memories. Other known function approximator such as the three layer perceptron, Radial Basis Function network[5], Normalized Gaussian network[4] and so on, absorb the training data into the network parameters. So, the training data can be compressed significantly. On the other hand, our proposal method have to store the all training data and always use them.
- The proposal method requires the high cost to keep the consistency of the training data. If the number of divided region is increased, the smooth positioning behavior can be acquired. But, the number of training data is also increased. If one of them is modified, the near training data may be also required to modify.

We plan to develop the method to adjust the training data automatically in order to reduce the management cost of the training data set. At least, we need the method to help us to find the inconsistent training data.

And also, we should consider about the multiple dimensional input and output. Now, our proposal method can handle only two dimensional input and output. For example, if we can handle other player agents' positions as an input and the other decision making parameters as an output, it will be very useful. However, if the dimension is increased, the visualization becomes difficult and it is difficult for us to understand the characteristic. So, we should consider about the method to compress the dimension or to overlap the information.
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